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Abstract: Numerous people have acknowledged the need to re-engineer the contemporary internet industry effort into a much
more high-octane central network which is facing the challenge of sustaining firewalls up to date. It is difficult for today’s
inflexible infrastructure to cope with the fast-changing necessity of the users. Hence, Software-Defined Network (SDN) was
introduced in the mid-2000s to transform today’s network to have centralized rapid transformation, centralized management,
and programmability by separating the data plane and the control plane. Here we focus on initiating firewall functions that run
on an SDN controller based over an OpenFlow protocol, to show that most of the firewall functionalities can even be built easily
via software, without the help of a resolute hardware. Among many OpenFlow controllers that already exist for the public, we
have chosen Floodlight written in Python for the project and to create the SDN network topology, we have used VirtualBox and
Mininet. In our study, we incorporate the implementation details of firewall functions, in addition to the experimentation
outcome.
Keywords: layer 2 Based firewall, Mininet emulation tool, OpenFlow protocol, Software Defined Networking (SDN),
FLOODLIGH, Java.

I. INTRODUCTION
Software Defined Network is a developing area of the research in the sector of networking. Firewalls are one of the most important
components used in networks, and new challenges have been driven by the software-defined networks in implementing firewalls.
The main issue of the firewall is its speed. The speed of the firewall is a hindrance; often firewall link speeds are slower than the
supported network interface and can cause the traffic burst from the host to be buffered until packets are processed. To overcome
these issues, the aim of our project is to solve upcoming speed related problems by implementing duplicate instances of the firewall.
By designing two topologies, a single and multiple controllers, and implementing them in a simulated environment multiple
controllers in a network environment tend to show an improved performance With the increased number of attacks, firewalls are
also becoming slower and more vulnerable to lags and firewall explosions. With the evolution of Software-Defined Networking
(SDN), it has become difficult to implement network components including firewalls in traditional networks. That is why an
upgrade is necessary to adapt to new changes. Software firewall components configured from a single controller is very beneficial,
making it easy to set rules around the network.

Il. PROGRAMMING REQUIREMENTS
A. SDN Technology
Software-defined networking (SDN) technology is an approach to network management that enables dynamic, programmatically
efficient network configuration in order to improve network performance and monitoring making it more like cloud computing than
traditional network management. SDN is meant to address the fact that the static architecture of traditional networks is
decentralized and complex while current networks require more flexibility and easy troubleshooting. SDN attempts to centralize
network intelligence in one network component by disassociating the forwarding process of network packets (data plane) from the
routing process (control plane). The control plane consists of one or more controllers which are considered as the brain of the SDN
network where the whole intelligence is incorporated.
1) Features of SDN
a) Programmatically Configured: SDN lets network managers configure, manage, secure, and optimize network resources very
quickly via dynamic, automated SDN programs, which they can write themselves because the programs do not depend on
proprietary software.
b) Directly Programmable: Network control is directly programmable because it is decoupled from forwarding functions.

c) Agile: Abstracting control from forwarding lets administrators dynamically adjust network-wide traffic flow to meet changing
needs.
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d) Centrally Managed: Network intelligence is (logically) centralized in software-based SDN controllers that maintain a global
view of the network, which appears to applications and policy engines as a single, logical switch.

e) Open standards-based and vendor-neutral: When implemented through open standards, SDN simplifies network design and
operation because instructions are provided by SDN controllers instead of multiple, vendor-specific devices and protocols.

B. Open-Flow Protocol

Open-Flow enables network controllers to determine the path of network packets across a network of switches. The controllers are
distinct from the switches. This separation of the control from the forwarding allows for more sophisticated traffic management than
is feasible using access control lists (ACLs) and routing protocols. Also, OpenFlow allows switches from different vendors often
each with their own proprietary interfaces and scripting languages to be managed remotely using a single, open protocol. The
protocol's inventors consider OpenFlow an enabler of software-defined networking (SDN).

==E) Application tier

Controller .
Controllr tir

~
" OpenFiow

Data plane tier

Fig. 1. SDN Architecture

1) Features of OpenFlow

a) Protocols other than OpenFlow are:

b) Border Gateway Protocol(BGP)

c) Netconf

d) Extensible Messaging and Presence Protocol(XMPP)

e) Open vSwitch Database Management Protocol(OVSDB)
f)  MPLS Transport Profile(MPLS-TP)

2) Abbreviations and Acronyms Advantages of Open Flow over above mentioned protocols

a) Open-Flow based SDN creates flexibility in how the network is used, operated, and sold. The software that governs it can be
written by enterprises and service providers using ordinary software environments.

b) Open-Flow based SDN enables virtualization of the network, and therefore the integration of the network with computing and
storage. This allows the entire IT operation to be governed more sleekly with a single viewpoint and toolset.

C. FLOODLIGHT Controller

Floodlight Controller is an SDN Controller developed by an open community of developers, many of which from Big Switch
Networks, that uses with the OpenFlow protocol to orchestrate traffic flows in a Software-Defined Networking (SDN)
environment.Floodlight is Java-based and intended to run with standard JDK tools and ant and can optionally be run in Eclipse.

1) Features of FLOODLIGHT Controllers available other than are:

a) Rich Set of Modules

b) The Ability to Easily Adapt Software

c) Develop Applications written in Java

2) Advantages of FLOODLIGHT over above mentioned controllers are:

a) “Pythonic” OpenFlow interface.

b) Reusable sample components for path selection, topology discovery, etc.

c) “Runsanywhere” — Can bundle with install-free PyPy runtime for easy deployment.

d) Specifically targets Linux, Mac OS, and Windows.

e) Topology discovery.

f) Supports the same GUI and visualization tools as NOX.

g) Performs well compared to NOX applications written in Python
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IHLMETHODOLOGY
A network topology is created using the Mininet tool which is a python based interface which enables users to create virtual network
topologies which will be further virtualized.
Network consists of 6 hosts, 2 switches and 1 controller. This controller will be a remote controller where IP address and the port
number of remote controller will be specified and on another terminal we will be running FLOODLIGHT controller on the same IP
address and port.
Out of the all OpenFlow enabled switches, we will consider 1 switch on which the Firewall application will be deployed and act as a
specified permission for the whole network. DPID to that switch will be given so that we can refer that switch while we run the
controller.

Out of the 6 hosts, 2 of them will act as HTTP Servers which will serve on port 80 and the rest hosts will be the users which will try
to send requests to these 2 servers.

Using the Curl command-line tool for transferring data using various network protocols. The name stands for "Client URL". We add
ACL rules into the ACL REST INTERFACE of Firewall Actions. While the Floodlight Controller is initialized and working

@ Applications Places s B &= o) 635aM %
- floodlight @Floodlight: ~/floodlight

File Edit View Search Terminal Help

floodlight@floodlight:~/floodlight$ java -jar target/floodlight.jar

06:35:03.111 INFO [n.f.c.m.FloodlightModuleLoader:main] Loading modules from src/main/re
lsources/floodlightdefault.properties
06:35:03.315 WARN [n.f.r.RestApiServer:main] HTTPS disabled; HTTPS will not be used to c
onnect to the REST API.
06:35:03.316 WARN [n.f.r.RestApiServer:main] HTTP enabled; Allowing unsecure access to R
[EST API on port 86860.
06:35:04.664 WARN [n.f.c.i.0FSwitchManager:main] SSL disabled. Using unsecure connection
s between Floodlight and switches.
06:35:04.664 INFO [n.f.c.i.0FSwitchManager:main] Clear switch flow tables on initial han
dshake as master: TRUE
06:35:04.664 INFO [n.f.c.i.0FSwitchManager:main] Clear switch flow tables on each transi
tion to master: TRUE
.665 INFO [n.f.c.i.0FSwitchManager:main] Setting ©x4 as the default max table to
table-miss flow
.681 INFO [n.f.c.i.0FSwitchManager:main] Setting max table to receive table-miss
ox4 0:00:00:00:00:00:01
.681 . .OFSwitchManager:main] Setting max table to receive table-miss
ox4 0:00:00:00:00:00:02
.684 .f.c.i.Controller:main] Controller role set to ACTIVE
.Forwarding:main] Default hard timeout not configured. Using ©.
.Forwarding:main] Default idle timeout not configured. Using 5
.Forwarding:mati pefault priority not configured. Using 1.
.Forwarding:main] Default flags will be empty
.Forwarding:main] Default flow matches set to: VLAN=true, MAC=tr
, TPPT=true
06:35:05.250 INFO [o.s.s.i.c.FallbackCCProvider:main] Cluster not yet configured; using

Fig 2. Initializing the Floodlight

@ Applications Places = B = <) 11:31AM 3%
o = floodlight@Ffloodlight: ~/Floodlight
File Edit View Search Terminal Tabs Help

floodlight@floodlight: ~/floodl... x Ffloodlight@floodlight x | floodlight@floodlight: ~/floodl... X
h1 h2 h3 ha hs he
~+* Adding switches:
s1 s2

«** Adding links:

(10.00Mbit) (16.@0Mbit) (h1, s1) (15.06Mbit) (15.00Mbit) (h2, s1) (5.8eMbit) (5.
eemMbit) (h3, s1) (15.@eMbit) (15.@eMbit) (h4, s2) (10.06Mbit) (16.8eMbit) (hs, s
2) (5.8eMbit) (5.@embit) (h6, s2) (2.eeMbit) (2.eeMbit) (si, s2)
«** Configuring hosts
hi h2 h3 ha hs he
%%+ Starting controller
co
*** Starting 2 switches
-eeMbit) (15.@@Mbit) (5.6Mbit) (2.eeMbit) (15.eeMbit) (1e.eeMbit) (

ping reachability

h1
-> h1
h1
h1 ha hs
*«+* Results: 0% dropped (30/30 received)

I [yamitopo.pv (.. ] floodlight@Ft [Capturing fro.. ©) New Tab - Moz...

: ood L1 d
":"deny"}' http://localhost:8086/wn/acl/rules/json
"Success! New rule added."}floodlight@floodlight:~/floodlight$ curl http://1|
.toolwm/acl/rules/json | pyth
% Total % Received % Xferd Average Speed Time Time Time Current
Dload Upload Total Spent Left Speed
100 = 7S [} 172 e e 7147 O -=2==3e= ~ele=ges =-3e-- 7478

=2 =DENY=,
Si5as
_dst”: null,

_dst_maskbi
_dst_prefix
o": ©

sh:=i32]
®: 167772161,

Fig 4. Applying firewall rules

©IJRASET: All Rights are Reserved




International Journal for Research in Applied Science & Engineering Technology (IJRASET)
ISSN: 2321-9653; IC Value: 45.98; SJ Impact Factor: 7.429
Volume 8 Issue VI June 2020- Available at www.ijraset.com

pingall

ping reachability
he6

: % dropped (36/3@ received)
ininet> pingall
i testing ping reachability
XXX X
ha
2 ha
h3
h3
h6é -> X h2 h3 hs
*** Results: 33% dropped (20/30 received)
ininet> hi ping h2
PING 10.0.0.2 (10.0.0.2) 56(84) bytes of data.
e
-- 10.0.0.2 ping statistics ---
16 packets transmitted, © received, 100% packet loss, time 8999ms

intnet> i

Fig 5. Testing connectivity after Applying firewall rules

floodlight@Floodligh... X floodlight@Ffloodligh... x Floodlight@floodligh... x = Floodlight@floodligh...

:"deny"}' http://localhost:8080/wm/acl/rules/json
Success! New rule added."}floodlight@floodlight:~/floodlight$ curl http:/
mjson.toolwm/acl/rules/json | pyth
Total % Received % Xferd Average Speed Time Time Time Current
Dload Upload Total Spent Left Speed
&) 7147 0, =a% H H s=si~- 7478

"nw_src_maskbi
"nw_src_prefix
"tp_dst": ©

}

]

floodlight@floodlight:~/floodlight$ curl -X DELETE -d '{"ruleid":"1"}' http://localhost
8080 /wm/acl/rules/json

{"status"” "Success! Rule deleted"}floodlight@floodlight:~/floodlightS curl http://locd
lhost:8080/wm/acl/clear/json

floodlight@floodlight:~/floodlights i

Fig 6. Removing previously made rules of firewall

mininet> h1 ping h2
PING 10.0.0.2 (10.0.0.2) 56(84) bytes of data.
~C
10.0.0.2 ping statistics -
10 packets transmitted, © received, 100% packet loss, time 8999ms

mininet> hi ping h2
PING 10.0.6.2 (10.0.0.2) 56(84) bytes of data.
64 bytes from 10.0.0.2: icmp_seq=1 ttl=64 time=7.10 ms
64 bytes from 10.0.0.2: icmp_seq=2 ttl=64 time=6.163 ms
64 bytes from 10.0.0.2: icmp_seq=3 ttl=64 time=0.049 ms
~C
10.0.0.2 ping statistics ---
3 packets transmitted, 3 received, 0% packet loss, time 2000ms
rtt min/avg/max/mdev = ©.049/2.438/7.104/3.299 ms
1 pingall
ping reachability

ha he

ha

ha

h3

h3

LE]

Applications Places
@ ™ @ capturing from Loopback: lo [Wireshark 1.12.3 (Git Rev Unknown from unknown)]

File Edit View Go Capture Analyze Statistics Telephony Tools Internals Help

© G m Q < T & BB -

Filter: | openflow_v4 v | Expression... Clear Save

No Time Source ti Protoco
vy A IUL s TV AT sV s sersviven " .« e
49670 416.9199596€ 127.6.0.1 127.0.0.1 OpenFlow : OFPT_PACKE
49672 416.9216100€ 127.6.0.1 127.0.0.1 OpenFlow : OFPT_FLOW
49673 416.9223856€ 127.0.0.1 127.0.0.1 OpenFlow : OFPT_PACKE
49675 416.9226370€127.0.0.1 127.0.0.1 OpenFlow : OFPT_PACKE
49676 416.9241510€ 127.0.0.1 127.0.6.1 OpenFlow : OFPT_FLOW_
49677 416.9248040€ 127.0.0.1 127.0.0.1 OpenFlow : OFPT_PACKE
49691 417.7767966€ 127.6.6.1 127.6.0.1 OpenFlow : OFPT_ECHO
49692 417.7769096€ 127.0.6.1 127.6.6.1 OpenFlow : OFPT_ECHO
49706 418.2342390€ 127.6.0.1 127.0.0.1 OpenFlow : OFPT_PACKE
49720 418.6305450€ 127.0.0.1 127.0.0.1 OpenFlow : OFPT_PACKE
49781 418.7665400€ 127.0.0.1 127.0.0.1 OpenFlow : OFPT_PACKE
49787 418.9771520€ 127.0.0.1 127.0.0.1 OpenFlow : OFPT_ECHO

Protocol, Src Port: 6653 (6653), Dst Port: 56880 (56880), Seq: 28663, Ack: : 82

0060 00 0O 60 00 60 60 60 6@ 0O 00 00 00 68 0O 45 00
0010 00 86 21 69 40 00 40 €6 1b 07 7f 00 60 01 7f 00
0020 60 01 19 fd de 30 22 49 bf 7b 97 4a 24 b7 80 18
0030 10 7e fe 7a 00 00 01 @1 ©8 ©6a 00 3d 2d

Fig 8. Representing source & destination of packet by using Openflow protocol (h1 ping h2 Highlighted)

©IJRASET: All Rights are Reserved




International Journal for Research in Applied Science & Engineering Technology (IJRASET)
ISSN: 2321-9653; IC Value: 45.98; SJ Impact Factor: 7.429
Volume 8 Issue VI June 2020- Available at www.ijraset.com

FlOOdUd'\tOb/&o Dashboard Topology Switches Hosts

!l 110.0.0.3 00:00:00:00:00:03

Q__\‘ 00:00:00:00:00:00:00:02

:00:00:00:00:00:00:01

11l ]10.0.0.6 00:00:00:00:00:06

! 10.8.0.1 00:00:00:00:00:01

11l 10.0.0.4 00:00:00:00:00:04
Il 10.0.0.5 00:00:00:00:00:05

11l 10.0.0.0 00:00:00:00:00:02

Fig 9. Topology Created

Floodlm%/do Dashboard Topology ' Switches & Hosts

Switches (2)

DPID IP Address Vendor Packets Bytes Flows
00:00:00:00:00:00:00:02 /127.0.0.1:54970 Nicira, Inc. 37 5712 5
00:00:00:00:00:00:00:01 /127.0.0.1:54969 Nicira, Inc. 37 5467 5

Fig 10. Details of packet transferred via switches

FlOOdlithOD/CfQ Dashboard Topology = Switches = Hosts

Switches (2)

DPID IP Address Vendor Packets Bytes Flows
00:00:00:00:00:00:00:01 /127.0.0.1:57108 Nicira, Inc. 597 84974 6
00:00:00:00:00:00:00:02 /127.0.0.1:57109 Nicira, Inc. 598 85178 5

Fig 11. After Firewall Rules were Added

FlOOdlightO\O’Ci) Dashboard Topology Switches Hosts

Switches (2)

DPID IP Address Vendor Packets Bytes Flows
00:00:00:00:00:00:00:02 /127.0.0.1:57109 Nicira, Inc. 1039 159647 5
00:00:00:00:00:00:00:01 /127.0.0.1:57108 Nicira, Inc. 1021 157416 5

Fig 12. FigAfter Firewall Rules were Removed
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FlOOdligthD\O/O(fo Dashboard Topology Switches ' Hosts

Hosts (6)

MAC Address IP Address Switch Port

00:00:00:00:00:02 0.0.0.0,10.0.0.2 00:00:00:00:00:00:00:01-2
00:00:00:00:00:03 10.0.0.3 00:00:00:00:00:00:00:01-3
00:00:00:00:00:06 10.0.0.6 00:00:00:00:00:00:00:02-3
00:00:00:00:00:05 10.0.0.5 00:00:00:00:00:00:00:02-2
00:00:00:00:00:01 10.0.0.1 00:00:00:00:00:00:00:01-1
00:00:00:00:00:04 10.0.0.4 00:00:00:00:00:00:00:02-1

Fig 13. Switch - Host Connectivity

IV.CONCLUSIONS
The scalability features of the Floodlight controller by implementing a scenario in a simulation experimental environment. In this
paper, authors have provided a clear idea on how to create experimental tests with analysis of obtained statistical results keeping the
performance as the central focus. We would conclude this paper by presenting an option of the implementation of SDN in
simulation and emulation environments to inspire researchers to ideate and practically implement their objective aims by means of
simulations via various applications to discover and produce with contributions pushing towards the technology ahead.
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