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Abstract: this project mainly deals with an approach on how to do automated test case generation of the appearance of responsive 
web page which helps to test the display of the same web page on different device screens. The introduction of mobile devices with 
smaller screens motivates the need for web pages that work correctly across many different devices referred to as responsive web 
design. Mobile access is a key feature for companies: both to reach new customers, and also to provide an enhanced service to 
existing customers. Testing the correct appearance of a responsive web page on different devices is not a trivial task because there 
are no standard rules for responsiveness, and the layout may need to be significantly rearranged in order to fit on smaller screens. 

I. INTRODUCTION  
Testing is an integral part of software engineering and preoccupies significant prerogative in product-based industry applications. 
Today, companies are spending increasing amount of time and resources in ensuring the application is fully tested for best user 
experience and optimum performance by the application, by manual testing. Testing is carried out to make sure that daily updates are 
reflected correctly. In this paper, automated testing for mobile applications, both hybrid and web are discussed. This paper comprises 
of the technology used in testing the Graphical User Interface of Android applications using an open source mobile testing tool 
Appium. By replacing the manual testing by automated testing using scripting techniques can improve the effort per unit time and the 
accuracy per test case. Furthermore, a comparison between Appium and other automated testing tools is done to state the advantages 
of using Appium for mobile User Interface testing. 
Software testing is an integral part of software development process. Software testing is analyzing a system or a component by 
providing defined inputs and comparing them with the desired outputs to check the discrepancies between the desired and actual 
outputs and correct them. Basically software testing can be divided into two categories. 

 
A. Manual testing & Automated software testing 
Manual software testing is as the name suggests done manually that it requires human input, analysis and evaluation. Automated 
software testing is the automated version of manual software testing.  
Software testing has evolved since 1970’s as an integral part of software development process. The reason being the ability to check 
the errors and faults present in the software so that they are corrected. Testing is done in many phases depending upon the 
requirements of the software being developed. Testing can be both manual and automated depending on what suits the requirements. 
Testing is a planned process with care taken especially on what test has to be done when. We will be discussing automated software 
testing in detail in this paper. 

II. AUTOMATION TESTING 
A. Definition of automation testing 
Using automated software testing helps in avoiding the errors humans make. The error may occur due when humans get tired of doing 
the process repeatedly. Automated testing programs will not do the same they will not miss a test by mistake. The automated test 
program will also provide a means of storing the results of the tests accurately. The results can be automatically fed into a database 
and can be used to provide useful statistics on how the software development process is progressing. 
B. Need of Automation testing 

1) Effective Smoke (or Build Verification) Testing: Whenever a new software build or release is received, a test (generally referred 
to as “smoke test” or “shakedown test”) is run to verify if the build is testable for a bigger testing effort and major application 
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functionalities are working correctly. Many times we spend hours doing this only to discover that a faulty software build resulted in 
all the testing efforts going to waste. Testing has to now start all over again after release of a new build. If the smoke test is 
automated, the smoke test scripts can be run by developers to verify the build quality before being released to the testing team. 

2) Standalone - Lights Out Testing: Automated testing tools can be programmed to kick off a script at a specific time. If needed, 
automated tests can be automatically kicked off overnight, and the testers can analyses the results of the automated test the next 
morning. This will save valuable test execution time for the testers. 

3) Increased Repeatability: At times it becomes impossible to reproduce a defect which was found during manual testing. Key 
reason for this could be that the tester forgot which combinations of test steps led to the error message; hence, he is unable to 
reproduce the defect. Automated testing scripts take the guess work out of test repeatability. 

4) esters can focus on Advanced Issues: As tests are automated, automated scripts can be base-lined and re-run for regression 
testing. Regression tests generally yield fewer new defects as opposed to testing newly developed features. So, functional testers can 
focus on analyzing and testing newer or more complex areas that have the potential for most of the defects while automated test 
scripts can be used for regression test execution. 

5) Higher Functional Test Coverage: With automated testing a large number of data combinations can be tested which might not 
be practically feasible with manual testing. We use the term ‘Data driven testing’ which means validating numerous test data 
combinations using one automated script. 

6) Other Benefits 
a) Reliable: Tests perform precisely the same operations each time they are run, thereby eliminating human error. 
b) Repeatable: You can test how the software reacts under repeated execution of the same operations. 
c) Programmable: You can program sophisticated tests that bring out hidden information from the application. 
d) Comprehensive: You can build a suite of tests that cover every feature in your application. 
e) Reusable: You can re-use tests on different versions of an application, even if the user-interface changes. 
f) Better Quality Software: Because you can run more tests in less time with fewer resources. 

III. MANUAL TESTING V/S AUTOMATION TESTING 
 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 

Manual Testing Automation Testing 
Manual Testing is Time 
consuming and tedious: 
Since test cases are 
executed by human 
resources so it is very slow 
and tedious. 

Automated Testing is Fast 
and runs test cases 
significantly faster than 
human resources. 

 
 

 

Manual Testing is a huge 
investment in human 
resources: As test cases 
need to be executed 
manually so more testers 
are required in manual 
testing. 

Automated Testing is a less 
investment in human 
resources: Test cases are 
executed by using 
automation tool so fewer 
testers are required in 
automation testing. 

Manual Testing is 
performed where the user 
operations of the 
application are performed 
manually without the use 
of  
any automated tools. 

Automated Testing is 
performed where the user 
operations of the application 
are performed automatically 
by running some scripts 
using automated tools. 
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IV. ARCHITECTURE OF APPIUM 
Appium finds its roots from the Selenium WebDrivers, which is the standard for browser automation, used by developers in large 
numbers for programming in any language of their choice. Appium uses the Selenium WebDrivers to execute scripts. And being an 
open source cross platform tool, scripts can be written in Java, Ruby, C, Python, Perl which gives the programmers the liberty to use 
any language.  
This section describes the architecture pertaining to Android platforms. Following fig. shows the framework for Android apps.  

Fig. The Appium framework for Android apps 

 
The architecture of Appium can be divided into four major components;  
 
A. Web Drivers scripts 
Selenium WebDriver libraries and APIs is used to write the test case scripts. These scripts are similar for both Android and iOS for a 
particular event of a similar application.  

B. Appium Server  
Appium Server is an HTTP server which handles and creates the Web Driver sessions. It starts a test case execution that spawns a 
server.  

C. Instruments or UiAutomator 
Appium server listens to proxies’ commands, Instruments Command Server for iOS apps and UiAutomator running on device for 
Android apps.  
 
D. Real devices or simulators and emulators 
A simulator is the replica of a real iOS device which is used for testing the app. Similarly, an emulator is for Android. Appium 
executes the test scripts relatively faster on a real device, without knowing the technicality of the application code, making it just the 
ideal framework desired. 

V. WORKING OF APPIUM 
The scripts and the desired capabilities can be written in any programming language including Python, Perl, Java, Ruby, C#. Here, an 
eclipse IDE is used to write capabilities and scripts both on Windows and Android platform. An example of desired capabilities is 
shown in the following code. These are the capabilities for Android app being tested on the emulator. For an iOS app, just the desired 
capabilities need to be changed, for instance, device name will become iPhone and platform name will become iOS. 
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A. Finding elments in UserInterface 
1) By Xpath: Xpath is an abstract representation of a path of an element. In the following figure, the elements for username and 

password are found by navigating to a particular element on the screen forming a hierarchy. Following shows the script 
demonstrating the usage of Xpath. For entering a username, the Xpath used is driver.FindElement (By.XPath(<xpath query 
expression>)) By ID: The Appium inspector recognizes the id of a particular UI element. This id is used to locate the element 
while generating the script.  

2) By Name: The element is recognized by its name. In the following Fig., the Login button is recognized by the name Login. 
 

 

 

 

 
 
 
 
 
 

VI. TEST CASES AND RESULTS    

A. Sample test case 
1) Verify the horizontal spacing of account section in account overview page in tile view. 
2) Horizontal spacing between tile view and list view icons is 10 pixels. 
3) Accounts are displayed as list under account section. 
4) Horizontal spacing between right margin and account section is 10 pixels.  
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B. NUnit Framework 
NUnit is a unit-testing system for .net applications in which the whole application is segregated into assorted modules. Every module 
is tried autonomously to guarantee that the goal is met. The NUnit framework cooks a scope of qualities that are utilized amid unit 
tests. They are utilized to characterize test - fixtures, test strategies, expected exception and ignore techniques.  
NUnit is an open source item. You can get this instrument alongside source code and change the source code if required for your 
particular needs. In any case, 99% of the software engineers don't disturb the source code. 
NUnit gives graphical UI application to execute all the test scripts and demonstrate the outcome as a win/disappointment report 
(rather than message boxes from the test script). NUnit is the most well known unit testing system for .net applications. 

VII. CONCLUSION 
My contribution is primarily the novel idea of consistency. The idea of consistency is defined in terms of mapping between the master 
web page and the one that we are comparing against the master web page. Using this idea we could automate entire process of 
generation of automated test cases for responsive web pages. The pages are checked for consistency by applying rules which a user 
can activate by selecting checkboxes or eventually putting one’s own rules by writing the script. In the work I showed that the basic 
idea is valid with the help of implemented tool with four high level rules. The developed program demonstrates how the current 
approach works. 
The working time was distributed between exploring the topic with related materials and tools and the development part. All the 
sections were completed within the determined time boundaries. Hence, from the organizational point of view, the project is 
successful.  
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